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Abstract

Web-based games can permit players to take on multiple roles, and in the past such roles have generally been defined in terms of characters in game narratives. In this report on early work, we propose adding a live-programming role to games that may involve the kind of problem solving that requires “thinking outside of the box.” The live programmer can be empowered by the game designers to bend the rules, within certain bounds. We demonstrate the concept using a prototype multi-role game in which players must bring Covid-19 outbreaks under control by performing a sequence of pre-designed actions. The live programmer is able to adjust parameters of the actions, and even disable actions or create new ones. We suggest that having the live programming role in such a game can foster learning about the game domain and structure in different way than usual game playing or modification. Such a live programming role may also be appropriate in some simulation environments and emergency management systems. Finally, we discuss several issues raised by the existence of the live programming role: player power and fairness, “live scripting” (one form of live programming), and characterizations of game sessions in terms of evolution of game state versus evolution of game state plus code versions (“full trajectories”).

1. Introduction

Live programming may occur in a variety of contexts. One is musical performance, in which there is typically one programmer writing code in front of an audience, and the code is controlling a music synthesizer, responding to changes in the code during the performance (Aaron & Blackwell, 2013). In another context, a programmer working on creating a dynamic web page writes HTML, SVG, or Javascript code in one pane of browser window, and in another pane, a graphic is shown that has been produced by the code. The objective is fast development of the graphics, so that the SVG can be incorporated into a new web page, especially a web application (JSFiddle-Staff, 2020).

Another kind of context for live programming is what we refer to in this paper as “live scripting.” Here, we have a programmer who is editing code that affects the running of an activity. For example, that activity might be an architectural CAD session, in which an architect is drawing a CAD model or a blueprint for a building. The programmer, who may be a different person from the architect, is editing a script that controls how an alignment tool works. For example, the tool might be reprogrammed to cause drawing elements to snap to various horizontal positions on the basis of a hierarchy of attraction preferences involving nearby objects and the current distances to them. The live programmer (live scriptor) here is playing a secondary, behind-the-scenes, role that is supporting the architect.

The meaning of the word “live” in such live scripting can be understood to be “concurrent with the activity being modified.” Here “activity” is not necessarily to be interpreted as the computer executing the edited code, as it typically is in live programming situations. The activity is more general and involves, in our architectural example, a session in which a human user (or several users) are interacting with a computational system to accomplish a task, such as designing a building. The live scripting is taking place while the designing is happening. If the scripting were not live in this sense, then it would have to be done in specific time intervals during which other activities such as drawing the blueprint were suspended or allowed to continue but determined to be independent of the scripting. We further discuss the notion of live scripting in section 4.9.

Live scripting has several potential benefits. One is the usual live programming benefit of reduced
latency between programmer action (e.g., editing) and programmer understanding of the consequences of that action. Another is allowing tooling limitations to be fixed without requiring the users of the tools to start their designs or other projects over again. Related to this is the possibility of real-time interaction between the programmer and the user, in the context of the session, so they can cooperate to achieve the joint goal of a successful design and improved tool.

This live-scripting form of live programming could play an important part in education and training, especially when the programmer needs to learn how a certain type of system works and can be modified. One of us has made the case that future systems for emergency management could benefit from facilities for live programming (Tanimoto, 2020). An important component of an emergency management system is a subsystem for conducting training exercises. A live-programming component could be used both to help create new training exercises and as the target of training exercise – i.e., for bringing a new live programmer on-board as an emergency response team member.

With that kind of scenario in mind, we developed a simple collaborative game that very roughly resembles an emergency management system which offers multiple user roles. Within that scenario is a special, unconventional role: a “live programmer.” (Now that we have made a distinction between live programming in general, and live scripting, we will revert to the more common terminology of live programmer for the game role to be described; it is really live scripting in the above sense.)

The live programmer is empowered to edit program code that affects the running of the game itself. The overall system, which includes the facility for live programming, set up such that more traditional game play and live programming not only can happen concurrently, but such that the changes made by the live programmer can take effect immediately, sometimes altering the course of the game, and without requiring players to restart the game.

2. Related Work

The design of programming environments has a major impact on the experience of computer programmers (Edwards, Kell, Petricek, & Church, 2019). In addition, the applications context and social context also have an impact on the programmer experience, especially with novice programmers (Guzdial, 2015).

In addition, by supporting “live” programming, a development environment can enable an interactive programming experience that is “tighter” and that can enhance either the process or the end result of a programming session (Victor, 2012) (McDirmid, 2013) (Church, 2017).

Liveness can be incorporated in a variety of styles within an environment, from full programming to merely parameter tuning (Kato & Goto, 2016). For more literature related to liveness, see the references in some recent works (Petricek, 2019) (Kato, 2017).

Programming is important nowadays not only for creating software products, but to control or modify the behavior of systems that already come with a lot of software. In a domain such emergency management, it can happen that new information-processing needs arise, or preconceived models need to be modified, and computer code may be the best vehicle for achieving the change.

Past work on emergency management systems (EMS) includes work from the decision-control systems standpoint (e.g., (Turoff, 2002)), and the commercial enterprise developers of EMSs such as WebEOC (Juvare-Inc., 2020) and intergovernmental agencies (World-Health-Organization, 2013).

3. The Game Context for Live Programming

Next we describe the specific game we developed that serves as a computer-based activity context for the live programming. The game is collaborative, providing explicitly named roles for multiple players, and allowing each player to join a session over the Internet. The basic game is turn-based. However, there is a special role of live programmer (LP) which is not strictly turn-based but more loosely synchronized with the activities of the other roles.
3.1. A COVID-19 Pandemic Management Scenario
We designed and implemented a game in which a collaborating team of players work to get an imaginary (and extremely simplified) version of the COVID-19 pandemic under control. The game is implemented within an online client-server software framework called SOLUZION, which is described in more detail in section 4.3. Figure 1 shows a screen shot from the beginning of a session. For some of the details about the game, please refer to Video 1 of the two associated with this paper. (URLs to the videos are given in the appendix.)

![Figure 1 – Screen shot at the start of a game of pandemic management.](image)

3.2. The Live Programming Role
We invented a special role for the game in order to begin to explore the possible ways in which live programming could be meaningfully integrated into games.

The progression of the game itself is controlled by a Python program (the formulation file) that operates within an enclosing client-server framework implemented in Javascript and Python. The formulation file specifies an initial state for the game and a set of game operators that can be applied by players to change the current state of the game.

The live programmer (LP) in the game is empowered to edit the formulation file such that the functions contained within operators change, and/or new operators are created. The effects of these changes occur at the very next turn in the game after the LP clicks on “Save.”

The framework requires the LP to have a basic knowledge of Python programming, as well as of the relationship between operators and states. As to not overwhelm a novice programmer, the framework presents two options: a novice version and a complete version. The first comes with suggested events for the LP to follow so that the LP becomes familiar with the code. After developing a thorough understanding of the framework, the LP can choose to use the complete version to edit all the code in the program. In the context of this simulation, the LP can present novel ideas into the mix to better predict outbreaks. For instance, the LP could split an existing city into two to further illustrate the idea of quarantine or
create a new operator for the other roles to act upon. After introducing a new parameter to cities, the change might not be immediately visible, but over multiple turns, it will be observed that the growth of the virus will slow due to increased borders.

For more details about how the LP role works in the game, as well as its technical implementation, please see Video 2 of the two videos associated with this paper. (Again, URLs to the videos are given in the appendix.)

The game has been play-tested on a very limited basis at the time of this writing. However, the trial game showed that the LP could respond to needs arising in the game at scripted intervals, to improve the rudimentary COVID-19 propagation model to more accurately predict outbreaks and help the team score better in the game.

If this game represented an actual emergency management system, and there were a LP who could make functional changes to the system in response to new need during a developing crisis, the system and its team of operators might be better able to manage the crisis.

4. Future Work and Discussion

4.1. Future Work

We are considering several possible follow-on developments in this project: enhancements to the game to make it somewhat more realistic, studying the LP role in relation to other roles, and making live programming an essential part of playing and winning the game. In this next section we consider issues primarily related to the second of these (understanding and reshaping the LP role in relation to the other roles).

4.2. Discussion Overview

This section brings up a variety of issues germane to having a live programming (LP) role in a game. The first issue is the relationship between the LP role and the other game roles. This leads to a discussion
of how much power the LP has, and how it might be limited or expanded for various purposes. Playing
the LP role typically requires more knowledge than playing other roles, and we next discuss what that
knowledge is and how the requirements can be reduced. These same issues are affected by the purpose
of the game in relation to application domains, which are then discussed. Then we return to the issue of
live scripting vs. live programming generally, which was laid out at the beginning of the paper. Finally,
we consider the issue of “divergence” which can be problematical in some live programming contexts;
it turns out not to be a concern for us when our purpose is supporting LP for the sake of enriching game
play, but it remains potentially problematical if the purpose of LP during the game is to improve the
formulation of the game.

4.3. Computational Model
In order to discuss some of the more interesting issues associated with this work, we first present some
background on the SOLUZION framework as well as a general model for a SOLUZION game that
includes live programming, such as our game presented in this paper. One example of the model’s use
is that it will help us explain the possible application of this sort of game to emergency management
training.

The SOLUZION framework permits a game designer to specify (using the Python language) an initial
game state and a set of operators, as well as a set of player roles. For example, we have a SOLUZION
formulation for a 4-disk version of the Towers of Hanoi puzzle, with a single player role, “Solver.” The
initial state contains a representation of a platform with three pegs, and 4 disks of different diameters,
with holes in their centers, piled up on the leftmost (first) peg. There are six operators, with names such
as “Move the topmost disk on Peg 1 to Peg 2.” A player takes a turn by selecting an operator that is
applicable in the current state. The computer then applies the operator, which updates the state and the
players’ displays (over the web, in their browsers). If the game has multiple roles, then turn taking is
typically managed through the current state having a variable whose value specifies whose turn it is. A
game session begins with the players adopting roles. SOLUZION does not prevent a user from taking
more than one role, but normally each player will take one role in a session. When the session owner
(the user who first connects to the game server after it has been started) starts the game, the SOLUZION
system running on the server puts the game into its initial state. That specifies which player(s) may
move first, based on the Python code in the game formulation file. Players take turns making moves
until the game ends, typically when a “goal” state is reached. In the Towers of Hanoi, the goal state is
the configuration of disks in which they are all piled up on the rightmost peg.

Thus a typical SOLUZION game session can be characterized as a sequence of moves: \( \langle \mu_1, \mu_2, \ldots, \mu_n \rangle \),
which induces a corresponding sequence of game states \( \langle \sigma_0, \sigma_1, \sigma_2, \ldots, \sigma_n \rangle \). Here \( \sigma_0 \) represents the
initial state, and \( \sigma_i \) for \( i > 0 \) represents the game state that results at the completion of move \( \mu_i \). Every
game state \( \sigma_j \) is the result of zero or more applications of game operators. (Each operator application is
one move.)

The incorporation of a live programming role makes the basic SOLUZION model insufficient to char-
terize a game session. This is because after the game starts, the set of operators may change at any
time, due to the live programmer’s editing. Existing operators may have their names changed, their
preconditions changed, or their state-transformation functions changed. They may also be deleted. New
operators may be added. In order to describe the evolution of the set of operators, we’ll use a sequence
of code versions: \( \langle \Xi_0, \Xi_1, \ldots, \Xi_m \rangle \).

The symbol \( \Xi_0 \) refers to the problem formulation file at the beginning of the game, before a live pro-
gramer has made any changes. Each time the live programmer edits and saves the formulation file, the
set of available operators changes from, say, the one specified by \( \Xi_i \) to the one specified by \( \Xi_{i+1} \). The
relative timing of LP code-saving steps and player moves is important. The full trajectory of a game
session consists of a sequence in which game moves and LP save operations are interleaved (though
not necessarily in a one-to-one fashion). Such a sequence can be represented as \( \langle \zeta_0, \zeta_1, \ldots, \zeta_m \rangle \), and
each \( \zeta_i \) is either one of the \( \mu_j \) or one of the \( \Xi_k \). These sequences are ordered by time, and the full tra-
jectory should have associated with it a sequence of time stamps, \( (t_0, t_1, \ldots, t_\omega) \), such that in the game session event \( \zeta \) happened at time \( t_i \). The full trajectory, together with its sequence of time stamps, gives an accurate representation of what the players did during a game, insofar as the evolving game state and formulation changes are concerned. Such a record makes it possible to recompute the sequence of game states \( (\sigma_0, \sigma_1, \sigma_2, \ldots, \sigma_n) \), in spite of the live programmer having made changes to the operator definitions throughout the game.

When we discuss the possible application of these games to training emergency management personnel, the full trajectory is a fundamental object that might be evaluated to provide educational assessment relative to the desired training.

4.4. Live Programmer Role Relationships

We designed our game to have a live programmer (LP) role with the assumption that this LP role would be one more role for a team of collaborators. Although we tell players they are working together in a team, the software does not prevent them from either fighting over resources or getting in each others’ ways; e.g., the live programmer changing something that another player has been counting on, such as the way funds are distributed when they arrive from governments. We have been assuming that a team wants to win and will try to avoid these conflicts.

Our assumption is not necessarily warranted — that the LP will make positive contributions toward the team’s achieving the game goal of bringing the pandemic under control. The LP may have the ability, within the game’s software, to help, but that does not mean the LP will know how to help or even actually wish to help. The LP could intentionally work against the efforts of the rest of the team, whether instructed to help or not. Also, the LP could break the smooth operation of the game by causing a semantic error, say, that sets the game into an extreme state. (Merely syntactic programming errors will block the activation of new code versions that contain them and are fairly harmless.) This leads to the concern, whether the LP is well-intentioned, or sufficiently skilled, or not, of whether the other players trust the LP. If they are aware that the power of the LP is limited, this concern can be ameliorated. If they trust the intentions of the LP, and they can be confident in the skill of the LP, the concern can also be ameliorated. To reduce the worry on the part of other players, game designers can do three kinds of things, and we are considering doing these to our game: (a) putting more explicit limits on what the LP can do; (b) providing better training to the team, including helping teach the LP to be competent, and training the other players about how to communicate with and make requests to the LP; and (c) share the LP’s power among players by rotating the LP role within a game. We consider each of these directions in more detail in subsections 4.5-4.7 below.

Before that, we discuss the particular role of “observer,” for which we haven’t provided any operators for making moves in the game. Our “Observer” role was originally created to support audience members who might wish to see the code being edited by the LP, as has been popular in live coding performances with music (Sorensen, 2005). As implemented now, the observer role can serve that purpose, so online sessions with the game can have audiences. However, the observer role can also serve as a supplemental affordance for any player other than the LP. Thus the Medic is allowed to not only be the Medic but also be an observer of the LP, and see the code that the LP is editing. Finally, we have neither intended it nor tried it, but the observer role could support pair programming in which the observer acts as a code navigator (communicating with the LP via Zoom, Skype, etc., or in person), while the LP does the editing.

4.5. Limits on The Live Programming

In our current implementation of the game, the LP is free to edit any part of the problem-formulation file, which specified the initial state of the game, and the operators that are available to the players to make moves. Let us now consider placing easily understandable limits on what the LP can do.

The game operators could be partitioned into two groups: mutable and immutable operators, such that the LP can only edit the mutable ones; which operators are which could be made known to all players.
Thus players who have learned what the immutable operators do can be assured that they will not change and they will probably not lead to surprises.

Alternatively, the game’s state variables could similarly be partitioned such that the LP’s new code cannot alter the existing behaviors with regard to the protected variables. This would be more difficult to enforce while still keeping the existing LP programming mechanism intact, because an operator is generally allowed by the SOLUZION framework to update the state in an arbitrary way. However, if there were a “budget” variable in the game, players might be reassured to know that it could not be tampered with by the LP; or perhaps they would be disappointed to know that.

Even more restrictive would be a constraint that the LP only create new code for a specific mathematical equation that is part of the embedded simulation model. This function could be prevented from having side effects or from accessing any but pre-selected state variables. In this way, the players could rest assured that game logic would not change as a result of LP errors, creativity, or mischief, and yet the LP could have a well-defined means of contributing to the game.

A different form of restriction would be to limit the LP’s changes to the turn-taking logic of the game. It might seem like a good idea to a team to let the medic perform a succession of vaccination operations before the researcher or quarantine specialist get to proceed with a new move, and this could be enabled on a one-time basis by the LP, or whenever some particular condition is true in the current state, such as a vaccine being available and millions still need it.

This last example illustrates one sense of the phrase “bending the rules.” The initial turn-taking order gets modified in response to the needs of simulation, in a manner not expected in games. Another example of a LP bending the rules is modifying a requirement that the Medic and Researcher never overspend their budgets, such that players can go into the red financially, at least temporarily, to a certain extent. Postponing a deadline or allowing one to be missed is another example of this sort of update that seems inconsistent with the original game formulation but adds a degree of realism. Allowing larger groups of people to be vaccinated in one turn, or cured of the disease, is another example of bending the rules – altering the dynamics of the game in a manner unexpected at the start of the game.

An interesting possible variation of the limitation on LPs according to which game operators they might edit is the following (which we have not implemented but are considering). In our game, each operator is associated with one of the non-LP roles: Medic, Researcher, Quarantine specialist (M, R, Q). By structuring game turns to follow an interleaved order (LP, M, LP, R, LP, Q, …) and restricting the LP edits to only operators of the role next up, players would have an understanding that the LP is regularly providing coding services for each of them. Furthermore, each non-LP could specify through a menu, which operator they would permit the LP to edit. This might not prevent mischief, but could give clearer expectations about the role relationships than with the LP having complete freedom.

One more way to limit what the LP can do is to limit edits on operators to only the pre-condition portion of operators. This is a predicate that defines the scope of applicability of the operator. For example, undertaking a Covid-related research study may only be allowable in the game when 2 million dollars are available in the current game state. However changing that precondition to allow the study when only 1 million dollars are available widens the scope of applicability without altering the portion of the operator that changes the current state.

Before we leave the subject of protecting a team from the potential ravages of a rogue LP, we note that having an uncooperative or ill-intentioned group member is a problem for cooperative teams of all kinds, and not to be blamed on the existence of an LP role. However, the difference in power between a normal game role and the LP role justifies some special emphasis on the issue.

4.6. What Players Need to Know

Incorporating a live programming role into a game imposes some additional demands on the person filling that role, and can also raise expectations on other players. Let’s consider what the LP role may require and then discuss effects on other players.
In our game, the live programmer needs three kinds of knowledge: (a) programming in Python, (b) the structure of a SOLUZION problem formulation, including some elements of the “classical theory of problem solving,” and (c) the specific effects of the game’s operators. If we add limitations on what the LP is permitted to change or add, then the LP needs to be aware of these limitations, as well.

The Python source code in the game’s initial problem formulation is simple enough that advanced knowledge of Python is not required by the LP, in order to read and understand it. In addition, modifying this code is not expected to require advanced Python knowledge either. For example, new class definitions are not required, although modifications to the given State class, could be useful; adding a new state variable, through an assignment statement such as `new_state.num_virus_variants = 3` is allowed in Python, even if the State class’ `__init__` did not set up any `num_virus_variants` member variable. If an LP wishes to use advanced Python features, however, there is nothing that we have put in the game to stop that.

The LP needs to understand that our game is implemented within a software framework (SOLUZION) that requires all potential player actions to be implemented as “operators” that may transform a data object, known as the “state” to effect moves or progress in the game. Each operator has three components: a textual name used in the game’s human interface, a “precondition” function that determines whether the operator is allowed in the current state, and a “state-transformation function” that maps the current state to a new game state when the operator is used. Learning this structure is relatively easy, say, in comparison with learning to program. A new LP should either be given a 15-minute personal introduction to SOLUZION and the existing problem formulation code or watch a short video.

The third kind of knowledge needed by the LP is an understanding of what the existing formulation’s operators do, and how they do it. This can be learned through a combination of the tutorial (which should combine an introduction to SOLUZION with information about how the existing operators work), game play – to see the operators put into action by the players, and examining the source code of the problem formulation. Comments within this source code assist the LP in this regard.

While the knowledge requirements for the LP role may seem formidable, one can argue that they are not so bad. Programming ability and fluency is more and more common, as computational literacy is taken seriously by K-12 educators. The SOLUZION structure is intentionally simple, almost minimal in its requirements, and the given problem formulation file is already in the proper form, so an LP never has to come up with a formulation file from scratch. The existing game is quite simple, and does not involve complicated code in its operators. That said, in the future, we could further simplify what the LP needs to know through one or more of the limitations mentioned earlier, such as limiting the changeable code to one particular mathematical function used in modelling the pandemic’s spread.

What the non-LP players need to know is a little about their own roles (e.g., Medic, Researcher, Quarantine Specialist) in controlling a pandemic, how the basic game mechanics work (turn taking) and enough about the LP role to either trust the LP (if possible) or have a justified mistrust.

Game events must be understandable to all players. Certain events take place after a pre-specified number of turns have been taken – this could be a new outbreak of the disease, the discovery of a new variant, or a breakthrough in vaccine development. Players should also be able to read game state variables as shown on the screen and know generally what they represent.

Prompts to the LP need to be understandable, and understandable in terms of the problem formulation elements – current state, game operators including their preconditions and state-transformation functions. A LP might benefit from having a “cheat sheet” about how to get started in responding to such prompts.

4.7. Power Sharing

An alternative to greatly restricting the free-ranging power of the one LP in the game is to somehow distribute that power more evenly among players. Here are some ways we might go about re-designing the game for that.
Rotation of the role of Live Programmer could be incorporated and enforced, so each player who wishes to do so could have the chance to perform live programming as part of his/her regular turn. Such a policy might comport well with the earlier-mentioned constraint that such live programming be limited to editing only the operators associated with the role whose turn it is. This suggests all players would have to be able to program in Python to take full advantage of this policy.

This rotation approach is not very much different from saying that all roles in the game should be considered LP roles. Then the operators become simply a means of ordering edits into turns. A player would take a turn by making some edits as a LP and then applying an operator to signal the end of the turn. Whether players would be allowed to perform editing outside their turns is a design decision that might depend on how quickly players are expected to make changes, and how their edits might be restricted to operators they “own.” If their editing time intervals and program scopes are allowed to overlap, then conflict-resolution methods might be needed.

A game with this many LPs might require more elaborate scaffolding to keep them all on track. Once again, each could be limited to specific functions, operators, or formulas.

Finally, we could achieve an approximation of this sort of power sharing without making any change to the current game implementation as follows. We would ask each non-LP player to take on both a regular role (Medic, Researcher, Quarantine specialist) and an observer role. These is no limit on how many observers there can be. We then instruct each player to be part of the “programming committee” by using techniques of pair programming, triple programming, etc., to assist the LP in making the changes needed by the whole team. We might call this manner of playing the “co-programming” game strategy. Co-programming this way avoids certain editing/versioning conflicts that could arise if all players were LPs simultaneously editing the problem formulation file. That is another possibility, however.

4.8. Contrasting Application Domains

We imagine three types of applications for the techniques used in our game to combine the LP role with the rest of the application: (a) training of live programmers to modify existing code in the context of a running activity, (b) game design, during which the modifications introduced by the LP get immediately tested in subsequent turns of the play-testing session, and (c) entertainment.

Training a live programmer involves not only helping that person master the three kinds of knowledge listed in Section 4.5, but giving the LP experience in communicating with a team in the context of solving a problem. Emergency management is one such context (Tanimoto, 2013). Such communication requires that the LP not only understand much of the existing code, but be able to discuss its structure and functionality with team members who might have next to no programming knowledge. This could mean that the LP learns to help the non-LPs develop mental models for the code functionality and for the challenges of the coding process.

Game design differs in a fundamental respect from training live programmers. The actual sequence of state changes during game design is of much less interest to the team than obtaining the final version of the problem formulation file. The game-play session, with the live programming role, is a means to an end in which the final game formulation \( \Xi_m \) will represent a game that no longer needs a live programmer, since the tweaking of game rules will have been completed.

A third aim for prospective designers of our type of game is simply to create entertaining challenges for players. Entertainment aspects include game storyline, problem/puzzle solving, and the social aspects of collaboration, or possibly competition.

Our main interest is the first category of applications. Live programming may turn out to be important in domains such as emergency management, or large control-system software maintenance (e.g., transportation systems, nuclear power plants, space stations, etc.) An example from emergency management where a live programmer may be required is patching a system for earthquake response management to accept a new format of map data (say, produced by a new model of drones), so that the data can be integrated with the existing maps to show locations of drones or beacons. The software must keep
running to keep supporting current rescue missions, but the new functionality needs to be added.

The game context can be helpful for training live programmers, as the environment may feel safer or more welcoming, or just simpler as a first step. A veteran of the LP role in our game may have gained enough confidence to consider working up to a LP role in, say, managing an earthquake response or other emergency.

To create an effective training tool for emergency management (EM) through a reworking of our game, not only should an initial problem formulation provide a good starting point for an EM exercise, but the full game trajectory described in section 4.3 should be automatically captured and analyzed, so that pedagogical feedback can be given to the players about their responses to particular game situations. This should include an analysis of the code changes made by the LP to determine which were effective, which were ineffective, and why or why not. Such a game and analysis system could be augmented with in-game questionnaires to further interrogate players on their beliefs and the reasons for their in-game choices, leading to even more accurate assessments.

A complex phenomenon, such as the evolution of a Covid-19 pandemic, would be modeled much more accurately in a computer simulation based on high-fidelity data sets and mathematical formulas, than in a simple turn-based game. One can imagine that a complex, scientific computational model for the pandemic could be set up to have a live programmer making adjustments to it while running. That might make sense if the simulation requires long run-times during which some of the assumptions on which it is based turn out to change. In that scenario, the LP would need deep knowledge of the computational model, but would perhaps not have to know about any game roles or much about other users of the system. That scenario is also a possible application of our integrated LP role, but unless the running simulation is also driving policy decisions with real-life consequences, this kind of system doesn’t seem subject to the same risks as emergency management systems face, and so the safety and security issues are less in focus.

The distinction between game and simulation, already tricky, is further eroded in a game with a LP role. After all, isn’t a game just a simulation with rules about what players can do? If the rules can change or disappear, what’s left might just look like a simulation. Of course, our LP role can also change the simulation, or make it disappear, too. But by incorporating an LP role, we admit to “fuzzing the rules of the game,” and thus we blur the line between game and simulation.

Yet one more possible application of our style of game is to support general learning and meta-cognition. The players’ task could be thought of as having to quickly learn a set of rules and then track the rules as they change. This could prompt students to reflect on how game structures guide their own thinking as they live their lives, and how they might reshape those guides as their lives unfold.

4.9. Characterizing Live Scripting

The distinction we made at the outset is that live scripting is a special type of live programming in which an ongoing activity which involves computation has human users whose experiences are being affected by the programming as it happens. We further discuss this distinction here.

The category of programming commonly called “scripting” typically refers to developing relatively small programs that work with larger, existing software items either to (1) “glue” them together, as a Unix shell script might invoke a data-processing program and then pipe its output to a graphing program, or (2) customize a large software application, such as Microsoft Word, adding new functionality through Visual Basic programs. Customizing applications such as Gnu Emacs is accomplished by writing scripts in Emacs Lisp. However, it requires a much greater level of technical proficiency to script Emacs effectively than to simply use it as a text editor. Efforts have been directed to providing scaffolding for would-be scriptors, e.g., in the form of customizable buttons in a Xerox Lisp environment (MacLean, Carter, Lövstrand, & Moran, 1990). That group stresses the need for a culture of software tailoring in addition to any special features in the environment.

In our game, the scripting can also benefit from a culture of tailoring, so that the live programmer can
feel fully supported by the rest of the team in making changes to the game’s formulation details. This culture is relevant regardless of whether game players are simply trying to win, to improve the game, or to learn about live programming or game structures.

In the context of collaborative design of software systems, including games, the argument for users and designers working together has been made by Bødker and Gronbaek (Bødker & Gronbæk, 1991). That teamwork situation is analogous to game players and live programmers working together to improve the effectiveness of game operators. Our use of the term live scripting is somewhat apt for the sorts of co-design in which users and programmers are testing and coding with a process of many very short cycles of editing and testing. However, we would argue that scripting is really live when the cycles form a continuous flow, and it is not necessary to explicitly restart tests whenever an update to the code is made.

An additional example of live scripting is a collaboration between an advertising layout specialist and a CSS specialist. They have a shared screen in front of them. The JSFiddle website (JSFiddle-Staff, 2020) is up. The CSS specialist is editing the CSS code as the ad specialist provides feedback about the look. In this case, the result will be CSS code that then goes into regular use on a corporate sales page. A variation of this involves a color-blind reader instead of the ad specialist, but again with the CSS specialist. The result of this session is a customized styling of a material, optimized for the individual or for a relatively narrow set of viewers. In either case, the scripting is part of a close collaboration between concurrent participants of who edits code.

Live scripting for design can be considered a subclass of co-design processes in which we have a specific LP role, and at least one other role whose job it is to test and/or use the computational affordances being changed by the LP, and in which liveness plays an important role. The liveness eliminates or reduces the need for the non-LP participant to repeat completed steps, due to having to restart the software. This definition may not always lead to a clear distinction between live scripting and other co-participation processes, but it seems to capture the nature of the relationships among the roles in our game, while also being applicable to other systems.

4.10. Divergence of Trajectories – Game play vs Program Execution

One of the sticky technical issues around live programming in a software development context is the “divergence” that can arise between the execution state (which typically can depend on past versions of the source code) and the current version of the source code (Basman, Church, Klokmose, & Clark, 2016). If users wish to be able to re-create an arbitrary execution state from a session, it may be infeasible, because the program’s source code has been altered by live coding, and older versions have not been kept. Another aspect of divergence is that the continuing execution of a program that has been live-modified is no longer guaranteed to be representative of the code in its latest version. Thus the final code version $\Xi_m$ from the session, cannot be accepted as an adequate formulation of the game solely on the evidence that the final game state $\sigma_n$ from the session is a desired final state. The continuing execution is dependent both on code that exists and on code that existed in the past but no longer exists.

One way of preventing the loss of access to early execution states is to build into a system facilities for “remembering.” One is to start by backing up the original program formulation file, and then logging every live-coding edit and every user-input event, and time-stamping them in such a way that the complete session trajectory can be replayed. Another is to build-in state-externalization methods that allow check-pointing the evolving session state at an arbitrarily fine temporal resolution. Such techniques can be useful not only in addressing the divergence issue, but also to enable flexible error recovery when live programming results in undesired execution states, such as errors or unexpected deletion of state data.

In our game, as in other SOLUZION framework games, all relevant execution state for a game session is embodied in the instances of a game “State” class, which, defined in Python, is easily externalized as a JSON text string, although we have not yet had sufficient reason to implement that. The sequence of formulation file versions, represented in section 4.3 above as $\langle \Xi_0, ..., \Xi_m \rangle$, could be written out to file storage, with a new file (with index $i$ as part of the file name of the $i$-th version), after each LP
save operation. Again, we have not implemented this. But the fact that we could do this suggests that
divergence in the sense of Basman et al should not be seen here as impugning the incorporation of the
LP role.

If it is desired that the final formulation file \( \Xi_m \) be a means to produce the final game state \( \sigma_n \) without
need of old formulation versions \( \Xi_0, \ldots, \Xi_{m-1} \), then an additional auto-replay mechanism should be
added to the SOLUZION infrastructure to permit any move sequence prefix \( \langle \mu_1, \mu_2, \ldots, \mu_i \rangle \) to be used
as a regression test on the latest \( \Xi_j \), and if ever a desired intermediate state is not attained, then the latest
formulation change should be undone and replaced with a formulation that achieves the correct state
before proceeding further in the game. Such a process may be worthwhile in a game-design context, but
might lead to player confusion if added to our game.

In our game scenario, as in musical live-coding, one can consider that the possible disparity (between
the current game state and the game state that would exist if the the game were re-run from the beginning
using only the latest versions of the operators) to be “part of the game” and not usually of concern, since
the live programmer is trying to help control the evolution of the game state rather than produce a new
piece of software.

Provided that an original problem formulation file is not thrown away, we maintain the possibility of
playing again along any particular full game trajectory, even without a recording of the original session.
However, to replay an entire game the same way, under evolving rules, the players, including the live
programmer, would need to perform the same actions and edits as happened in the earlier game, and
with very similar relative timing. Some ineffective edits and redundant saves could be skipped, but the
essential code updates and player moves would have to take place again in order to produce the same
state sequence.

4.11. Safety, Learnability, Empowerment, and Engendering Trust
We discuss a few more topics before closing: safety, learnability, technical empowerment, and how to
engender trust within a team having a live programmer.

By empowering one user (or a subset of users) to modify a running system or the rules of an in-progress
game, there is a danger that the system will break or become worse off than before any live programming.
This issue has been discussed by the second author elsewhere (Tanimoto, 2020). Using a game context
rather than a real emergency management situation can reduce the risk of real damage while facilitating
education and training about live programming and effective collaboration.

The learnability issue is particularly important in the emergency management context because it is rel-
atively likely that less-than-fully-trained personnel may have to come on board to help deal with an
emergency. Liveness in a programming environment can help a programmer new to that environment in
coming to understand the possible effects of various code changes and additions.

High technical empowerment for live programming means designing the base system in such a way that
a live programmer can change much of the system functionality. One way to achieve this is for the base
system to be written in a language such as Smalltalk that supports inspection and modification. In fact,
a commercial data analysis system known as Analyst was written with this in mind at Xerox PARC in
the 1980s (Thomas, 1997) (Xerox-PARC, 1987). Earlier, we discussed ways to limit such power, but it’s
worth mentioning that expanding the power is sometimes of interest.

Finally, trust and collaboration, especially important during emergencies, can be fostered through train-
ing exercises, including games. A live programmer (and in particular, a live scriptor), working in a
collaborative situation, a game or not, should be trustworthy. The observer role (as a supplement to the
roles present in the game) allows a player watch the code in real time, serving as a referee and a trusted
adviser for all the changes that the live programmer is making. This also allows the observer to function
as a deterrent to the live programmer abusing the premises of the framework. Often, the live programmer
only has the technical expertise to code, but not the expertise to decide what pressing issues need to be
fixed; in this specific simulation, the live programmer would probably lack the medical expertise needed
to decide what needs to be changed. Through observing the code, the observers can better inform the
live programmer on the action that needs to be taken. There is much more to these issues, but we leave
the discussion here.
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Appendix
There are two “.mov” format videos that support this paper’s narrative. They are available at this time
via the following URLs. Each is approximately 6 minutes in length. The first describes the collaborative
game referred to in the paper, and the second describes how the live programming role works.

http://xanthippe.cs.washington.edu/ppig20au/PPIG-Video1.mov
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